**Lab 23 – Hangman**

Open BlueJ, and create a new BlueJ project titled **Lab23-Hangman** in your CS\LABS folder.

Create a new class and start with this code:

//Name:

import java.util.\*;

public class PracticeProblems

{

public static void main(String[] args)

{

Scanner console = new Scanner(System.in);

**String[] s = {"Hello", "Goodbye", "Computer", "Science", "Um", "Do", "What", "Now"};**

}

}

In this lab, we’ll be working with an array of Strings. Arrays of Strings work just like arrays of ints, except that each element in the list of elements is a String! The element s[0] is “Hello”. REMEMBER – the length property of an array is different from the length() method used on Strings! Examples:

s.length = 8 //number of Strings in the array of Strings *s*

s[1].length() = 7 //number of characters in the element at index 1 (which is a String!)

s.length() <- this will not work! The variable *s* is an array!

s[1].length <- this will not work! The element at index 1 is a String, not an array!

**Before each problem, insert a COMMENT with the problem number.**

1. Note the bolded addition to our skeleton code above. Add this variable declaration to your program – the variable s will be used to test the code you write in the following problems.
2. Print the number of elements in s to the console.
3. Print the first letter of each String in s, separated by space and on the same line.
4. Print the number of Strings in s that end in an “e”.
5. Print the total number of characters in all the Strings in s to the console.
6. Print “I see some long words!” if at least two Strings in s have a length of 7 or more. Print “Mostly short” if not.
7. (Riddle) Someone at a party introduces you to your mother's only sister's husband's sister in law.  He has no brothers.  What do you call this lady?
8. Print how many times you see the letter “e” in the array.

//if you need to check every letter of every String, you'll need nested loops

1. Print the **number of Strings** in s that contain an “e”.

**Hangman app**

Create a new class and start with this code:

//Name:

import java.util.\*;

public class Hangman

{

public static void main(String[] args)

{

Scanner console = new Scanner(System.in);

}

}

Each time you start the program, you will be asked to enter a secret word. That secret word will be used as the solution to a game of Hangman.

You will first need to break that secret word into an array of characters. If the secret word is “salsa” we want the character array to contain [‘s’, ‘a’, ‘l’, ‘s’, ‘a’]. There is a cool String method that can quickly do this for us!

//create a char array based on the characters in String str

char[] secretWord = str.toCharArray();

After the secretWord has been entered, we need to hide that from our player so they can play the game. In BlueJ, you can force the terminal window to clear with this line of code: (Only works in BlueJ)

System.out.println("\u000c");

We also need to create a different char array that contains blanks (the underscore character \_). That will be what we show to the player. I recommend calling that char array displayWord.

Now you have 2 parallel arrays: secretWord (containing the correct characters) and displayWord (containing what the player sees while they are guessing.)

When you print displayWord to the screen, you should put spaces to indicate how many letters there are.

Word: \_ \_ \_ \_ \_

Guesses remaining: 6

Please guess a letter >>> **s**

If the user guesses a letter found in secretWord, change the corresponding element in displayWord.

**(But there isn’t a nextChar() in the Scanner class! How do I get a single character from the user? Answer: Get creative! Get their input as a String and then “break off” the first letter. Use that character as the guess.)**

Word: s \_ \_ s \_

Guesses remaining: 6

Please guess a letter >>>

There are many ways we could check and see if player has won the game – for example, when all the elements in displayWord are the same as secretWord*.* The player loses the game if out of guesses.

**For now, we won’t prevent users from guessing the same letter more than once, and we won’t worry about storing the already guessed letters. If the user loses, you should print out what the secret word was.**

Check out this video to see the program running. [Sample Video](https://youtu.be/n99Ky-AiHyo)

Sample input / output:

Enter a secret word >>> **salsa**

(\*\*\*screen clears\*\*\*)

Word: \_ \_ \_ \_ \_

Guesses remaining: 6

Please guess a letter >>> **s**

Word: s \_ \_ s \_

Guesses remaining: 6

Please guess a letter >>> **l**

Word: s \_ l s \_

Guesses remaining: 6

Please guess a letter >>> **o**

Word: s \_ l s \_

Guesses remaining: 5

Please guess a letter >>> **a**

You got it! The word was: salsa

**(Advanced) Better Hangman app**

In this version of Hangman, store the letters the user has already guessed, and prevent them from entering the same letter twice. In addition, create an ASCII (picture comprised of letters, numbers, and other characters) art version of the ‘gallows’. Example:

![](data:image/png;base64,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)

Note – you can use the Unicode character for a form feed, \u000c, to "clear" the console between guesses. We do this by putting the escape sequence inside a print statement, like this:

System.out.println("\u000c");

Each time the print statement above is run, the console (terminal) will clear.